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Abstract 
UML is known as one of the most common methods in software engineering. 

Since this language is semi-formal, many researches and efforts have been 
performed to transform this language into formal methods including Petri nets. 
Thus, the operation of verification and validation of the qualitative and non-
functional parameters could be achieved with more ability. Since the majority of the 
real world information is uncertain, therefore fuzzy UML diagram has been 
extensively used by system analyzers. This paper is an attempt to transform state 
diagrams created in fuzzy UML into fuzzy Petri net, so that the verification and 
performance evaluation operation could be performed formally, rather than exact 
visual analysis. 
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1. Introduction 
  

The Unified Modeling Language (UML) diagrams are extensively used in software 
design. However, the semi-formal characteristic of this method is a limitation for 
verification operations and predicting non-functional parameters of the software, 
especially in the first cycle of the software production. This problem is more critical for 
control, critical, reactive and real time systems. On the other hand, since the majority of 
the real world information is uncertain, therefore fuzzy UML diagrams have been 
extensively used by system analyzers. Several researches have been performed to tackle 
with the semi-formal problem of UML. Some of these researches have only used a 
transformation algorithm, which transforms the created UML model into a Petri net as a 
mathematical and formal model that, in turn, contains the visual aspect of modeling and 
pursues the verification operations with further ability [1, 2, 3, 4, 5, 6, 7, 8]. Some of the 
researches in this field besides representing a transformation algorithm (or without 
representing an algorithm and only by using the available Algorithm); evaluate the 
capability of the non-operational parameters and commonly qualitative parameters on 
the obtained Petri nets of the UML model created [9, 10, 11, 12]. It is obvious that the 
lack of this important ability in UML models remains the needs of the costumer and the 
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market unsatisfied. So, this is the reason that makes this type of researches important. In 
our previous researches [13, 14, 15, 16, 17] besides of studying and presenting 
transformational patterns for some kinds of usual UML diagrams, especially state 
diagrams and activity diagrams, we presented methods for evaluating some qualitative 
parameters. In this paper, due to the growing process of using UML diagrams in fuzzy 
model, we centralized on this kind of diagrams and with the significant Ability of Petri 
nets in semi-formal UML model formalization we present a pattern to transform fuzzy 
state diagrams to fuzzy Petri nets. First, we introduce fuzzy state diagrams briefly. 
Then, we describe the transform algorithm. At the end, as a case study, we will study 
the usage of this model for a weather forecasting system. 
 
2. Fuzzy UML 
 

UML is known as one of the most important tools in extending object oriented 
systems. This language makes visual modeling possible so that the system developers 
will be able to standardlize and make understandable the ideas and establish a more 
effective mechanism in relations with other patterns [18, 19]. In a proposed general 
pattern since the real world information is mostly uncertain, in many cases these types 
of information cannot be modeled by UML. Recently a model named fuzzy UML, has 
been introduced [20,21,22] which has the UML characteristics, and is also able to 
model uncertain concepts.   
 
2.1. Fuzzy state diagrams 
 

State diagrams, models different states of an object. This diagram is mostly used to 
show the dynamic behaviors of a system. Figure 1 shows an example of a state diagram. 
 
 
 
 
 

Figure 1. An example of a state diagram 
 
 
A state diagram is formed of five sections which are : 
   1- Start state 
   2- Different states of an object life cycle 
   3- Events 
   4- Guard conditions 
   5- End state 

As shown in Figure1, the start state is displayed with a symbol which refers 

to an initial state of an object in its life cycle. The end state is displayed with a  
symbol which refers to the end state in this cycle. In a state diagram there is only one 
start state, whereas, the end state can be omitted or there can be several end states. 

In a state diagram each state is displayed by a rectangle which shows the different 
states of an object in its life cycle. 
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 An event transforms the object from one state to another. Guard condition which is 
binded in brackets, controls the occurrence of a transition. 

According to these explanations, a fuzzy state diagram is a graphical model in fuzzy 
UML which shows the different states of a fuzzy object in its real world life cycle. 

This diagram uses fuzzy rules for transforming the state of an object to another state. 
A fuzzy rule is shown as below  
 
  <on event list <event threshold>> 
     if condition list <EC coupling> 
     Then action 
 

Fuzzy rules are used to show the real world rules for an object in which  these  rules 
can be  active or deductive. As an example, the above mentioned rule is an active one. If 
the on part is omitted, then it becomes a deductive rule. If in  the on part, the  threshold 
is omitted  in active rules,  the threshold is assumed to be an exact matching with a 
value of 1. 

Each section of the state diagram can be transformed to a fuzzy state diagram. Table1 
shows these transformations, clearly. 
 

Table 1. Transformation of a state diagram into its fuzzy state 
 
 
 
 
 
 
 
 
 
3. Fuzzy Petri nets 
 

We introduce the following fuzzy Petri net (FPN) [26] structure to model the fuzzy 
rules: 

(P,Ps,Pe,T,TF,TRTF,A,I,O,TT,TTF,AEF,PR,PPM,TV), where 
 

(I) P is a finite set of fuzzy places. Each place has a property associated with it, in which 
• pps ⊂ is a finite set of input places for primitive events. 
• ppe ⊂  is a finite set of output places for actions or conclusions. 

(II) T is a finite set of fuzzy transitions. They use the values provided by input places 
and produce values for output places. 

(III) TF is a finite set of transition functions, which perform activities of fuzzy 
inference. 

(IV) TFT:TRTF →  is transition type function, mapping each transition ∈T to a transition 
function ∈TF. 

(V) ( )PTTPA ××⊆   Is a finite set of arcs for connections between places and 
transitions. Connections Between the input places and transitions (P ×T) and 

Fuzzy state Diagram State Diagram 
  

  
Action of rule state 
[Fuzzy condition] [condition] 
Fuzzy Event Event 
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connections between the transitions and output places (T × P) are provided by arcs. 
In that: 

• TPI →:  is an input mapping. 
• PTO →: is an output mapping. 

(VI) TT is a finite set of fuzzy token (color) types. Each token has a linguistic value 
(i.e., low, medium and high), which is defined with a membership function. 

(vii) PTO →: Is token type function, mapping each fuzzy place ∈P to a fuzzy token 
type ∈TT. A token in a place is characterized by the property of the place and a 
level to which it possesses that property. 

(VIII) →ArcAEF : Expression, is arc expression function mapping each arc to an 
expression, which carries the information (token values). 

(IX) PR is a finite set of propositions, corresponding to either events or conditions or 
actions/conclusions. 

(X) PRPPPM →: , is a fuzzy place to proposition mapping, where| PR| = |P|. 
(XI) ]1,0[: →PTV  is truth values of tokens (µi) assigned to places. It holds the degree of 

membership of a token to a particular place. 
 

A token value in place pi ∈ P is denoted by TV (pi) ∈ [0, 1]. If TV (pi) = µi, µi ∈ [0, 
1] and PPM (pi) = di. This states that the degree of the truth of proposition di is ∈µi. A 
transition ti is enabled if ∀ pi ∈ I (ti), µi > 0. If this transition ti is fired, tokens are 
removed from input places I (ti) and a token is deposited onto each of the output places 
O (ti). Since we provide parameter passing, the token value of an output place pk ∈ O 
(ti) is calculated from that of the input places I (ti) using the transition function TFi, 
where TFi = TRTF (ti). This token’s membership value to the place pk, (i.e., µk = TV 
(pk)), is part of the token and gets calculated within the transition function TFi, where µk 
= TFi (I (ti)). 
 
4. Transformation algorithm 
 

Before studying the meaning of transformation Algorithm it is necessary to introduce 
the meaning of scenario. Scenario is a parameter that can divide the rules. Only one of 
the states of this parameter can be active at a time. The substitution of the scenario is 
specified by the user. In the fuzzy deduction cycle of the strength of event e for rule r in 
scenario s is calculated with formula [26] 

           ))(()(),,( cefs evaluersreStrength µµ ∗=                                                            (1)  
 

Which uses scalar multiplication. Where value (ec) is the value of the event (fuzzy or 
crisp) occurred, µef is the membership function of the fuzzy event ef and µs(r) is the 
similarity of the rule r to the current scenario s. The formula of µs(r) is defined as 
   ])/*))),((max),,((([min(maxmax)( maxRLVRLVCCAAr rsrsrss µµµ =                           (2)  
 

Where As ∈ S, ∀ Ar ∈ Ri, Cs ∈ S, ∀ Cr ∈ Ri, RLVrs, RLVmax ∈ S. In that A and 
C correspond to the antecedent and consequent of a rule. The antecedent is composed of 
event and condition whereas the consequent is composed of action/conclusion. Here As 
is the antecedent of a current scenario meta-rule and Ar is the antecedent of Ri (the rule 
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to be evaluated), Cs is the consequent of a meta rule in the scenario and Cr is the 
consequent of the rule to be evaluated, RLVrs is the relevance value of the meta-rule to 
the current scenario and RLVmax is the maximum of those relevance values. 
 

The Fuzzy UML state diagram created will be transformed to a fuzzy Petri net 
according to the steps below. 

 
Step1. First for each state change in this diagram, its event and conditions must be 

found. Suppose a state diagram as Figure2. 
 
 
                      
 
 
 
 
 
 
 
 
 
 
 
 

Figure 2. An example of a state diagram 
 

The events and conditions calculated for the state diagram in Figure4 is represented 
in table 2 
 

Table 2. Rules applied on state diagram in Figure4 
 

State Condition Event Rule 
e1   is   e11 
e2   is   e12 a1 

C1 
C2 e3   is   e13 

R1 

e1   is   e21 
a2 

C1 
C2 
C3 e2   is   e22 

R2 

e1   is   e31 a3 C1 
e5  is   e32 

R3 

 
Step2. The highest level of divisions in the rules concluded is found. As Sean in 

table 2, e1 is in the condition part of all rules so e1 is selected as the scenario. So, the 
rules are classified according to the scenario in table3. 
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Table 3. Classification of the rules according to the scenario 
 

Condition Event Rule Scenario 
C1 e2   is   e12 
C2 e3   is   e13 

R1 e11 

C1 
C2 
C3 

e2   is   e22 R2 e21 

C1 e5   is   e32 R3 e31 
 

Step3. For each parameter defined in all the rules we create a place where these 
Parameters can't be repeated and also can't be a scenario parameter. Then for different 
kinds of states which these parameters can accept in all of the rules, we create a place. 
These places are jointed to the proper places 

 with a transition, as shown in Figure3. 
 
 
 
 
 
 

 
 
 
 
 
 

Figure 3. Step 3 in transition algorithm 
 
 

Step4. For each rule a transition is placed and the events of each rule are applied on 
the transition and we place the min function on the transition, where the value of this 
function is the value of µef for each rule, Figure 4. 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure 4.  Step 4 in transition algorithm 
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Step5. To calculate the strength of each event on the specified rule in an active 
scenario, first we have to calculate µe value of µs(r) using the formula below. 

 
:)/*)),((max()),,(min(max(max( max)( ><= RLVRLVccAA rsrsrsrs µµµ                  (3) 

For each rule we create a transition which one of its inputs is a place which is 
initialized by the value µs(ri) and the other input of the transition is the previous output 
which is the value µef and the output of the transition which is another place which 
holds the effective Value.(Figure5) 

 

 
Figure 5. Step 5 in transition algorithm 

 
Step6. We create a place for the condition of each rule and we valuate each condition 

with the fuzzy values calculated. (Figure 6) 
 

 
 

 
Figure 6. Step 6 in transition algorithm 
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Step7. Now, we apply the result of this FPN which is the states of the state diagram 
to the FPN. (Figure 7) 
 
 
 
 
 
 
 
 
 

Figure 7. Step 7 in transition algorithm 
 

Lemma. If the state diagram is as shown in Figure8, for drawing the fuzzy Petri net 
for state3 and showing its reliability to state2, we must place state2 as the condition of 
state3 in the fuzzy Petri net, which its value is calculated from the value of the fuzzy 
Petri net from state2. 
 

 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure 8. A part of the fuzzy Petri net in state3 
 
5. Case study  
 

The case study that we are going to study is a part of a weather forecasting system. 
In this system the atmospheric elements are pressure, temperature, humidity, wind and 
cloudiness. This system has two kinds of forecasting. In the first one, which is the 
expected weather, it can be one of clear, clear few, clouded instable or clouded stable. 
In the second kind, we determine the expected weather event according to the output of 
the first part together with the newly changing parameters on the atmospheric elements. 
In the second level expected weather event can be any of rain, shower, snow, hail or 
fog. 
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The UML diagram in Figure9 shows the classes related to this system and the 
relationships between each class. Where, the Expected_Weather class contains indexes 
which by changes in these parameters the class object changes to one of the weather 
conditions: clear, clear few, clouded instable or clouded stable. The next class is the 
Expected_weather_Event which its object shows one of the weather conditions. The 
purpose of index in the explanations above is the amount and the size of changes, 
direction changing and speed changing and etc. The third class is the season class shows 
the type of the season that we are in. 

 

 
 

Figure 9. An example class diagrams 
 
The fuzzy state diagrams available in Figure10 and Figure11 shows the state diagram of 
Expected_weather and Expected_weather_Event classes. As seen, both classes object 
first go to start state. After receiving the weather condition from the sensor, the object 
will be brought to a possible state according to the fuzzy rules. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 

Figure 10. State diagram for the Expected_Weather class 
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Figure 11. State diagram for the Expected_Weather _Event class 
 

Table 4, 5 shows the fuzzy rules which change the state of an object to another state 
for each state diagram. 
 

Table 4. The events and conditions used in state diagram in Figure 10 
 

Action [Guard Condition] Event Rule 

C
lear 

pressure_change_velocity is fast 
previous_wind_direction was 

south 
humidity_change_velocity is fast 

previous cloud_cover was 
overcast 

cloud_base_change_velocity is 
fast 

Season is [Summer] 
wind_direction is changing to [north OR 

northwest], 
humidity_change_direction is decreasing 
cloud_cover is changing to broken sky 

cloud_base_change_direction is increasing 

 
 

R1 

C
lear Few

 

pressure_change_velocity is slow 
wind_value is breeze 

previous_wind_direction was 
[south OR southwest] 

previous_cloud_cover was 
[overcast OR cloudy] 

 

Season is [Summer] 
pressure_change_direction is increasing 

cloud_cover is changing to [broken sky OR 
few] 

cloud_base_change_direction is increasing 
humidity_change_direction is decreasing 
wind_direction is changing to [north OR 

northwest] 

 
 
 

R2 

C
louded Instable 

pressure_change_velocity is fast 
humidity_change_velocity is fast 

previous_wind_value was 
[breeze OR medium_strong] 

 

pressure_change_direction is decreasing 
humidity_change_direction is increasing 

wind_value is changing to [medium_strong 
OR strong] 

cloud_orientation is changing to vertical 
cloud_base_change_direction is decreasing 
temperature_change_direction is increasing 

 
 
 

R3 

C
louded Stable 

pressure_change_velocity is slow 
humidity_change_velocity is 

slow 
temperature_change_velocity is 

slow 
cloud_base_change_velocity is 

slow 
wind_direction is [southeast OR 

south] 

pressure_change_direction is decreasing 
humidity_change_direction is increasing 

temperature_change_direction is increasing 
cloud_base_change_direction is decreasing 
cloud_orientation is changing to horizontal 

 
 

R4 
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Table 5. The events and conditions used in state diagram in Figure 11 
 

Action [Fuzzy Guard Condition] Fuzzy event Rule 

R
ain 

Previous_wind_direction was 
north 
wind_direction_change_velocity 
is slow 
previous_wind_value was breeze 
wind_value_change_velocity is 
slow 
previous_cloud_color was white, 

expected_weather is 
clouded_stable 
wind_direction is changing to 
[south OR southwest] 
wind_value is changing to 
medium_strong 
cloud_color is changing to grey 

R5 

Show
er 

Previous_wind_value was calm 
Previous_cloud_color was grey 

expected_weather is 
clouded_instable 
cloud_color is changing to 
dark_grey 

R6 

Snow
 

temperature is below 0 Celsius 
degrees 
previous_wind_direction was 
south 
Previous_cloud_color was white 

expected_weather is 
clouded_stable 
wind_direction is changing to 
north 
cloud_color is changing to grey 

R7 

H
ail 

temperature is very_high 
previous_wind_value was breeze 
Previous_cloud_color was grey 

expected_weather is 
clouded_instable 
cloud_color is changing to dark 

R8 

Fog wind_value is [calm OR breeze] expected_weather is 
clouded_stable R9 

 
According to the fuzzy state diagram and the association's relations between the 

classes, table-6 will be obtained. 
 

Table 6. The classifications of rules 
 

Expected – Weather Event Expected – Weather Season 

-- Clear, Clear few Summer 
Rain, hail, shower Clouded stable Winter 
Rain, hail, shower Clouded instable Spring 
Rain, hail, shower Clouded instable Fall 

 
It is deducted from the table-6 that season can be selected as the largest division of 

the sections. So season can be a scenario. 
Now using the transformation algorithm the created state diagrams the fuzzy Petri 

net is deducted Figure12. 
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Figure 12. The Petri net for the Expected_Weather_Event state diagram 
 

Now we consider that we are in winter season and the sensor of parameter condition 
is in the time of T1 and T2 shows the values in table 7 
 

Table 7. The variables in t1 and t2 
 

t2 t1 Attribute 
6.5 6 Wind value 

22.5 0 Cloud orientation 
1200 7200 Cloud base 
210 255 Wind direction 
57 50 Humidity 
1- -4.5 Temperature Value 

1000 1003.5 Pressure value 
3 2 Cloud cover 
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Table-8 shows the fuzzy values of the events and conditions of each rule. 
 

Table 8. The fuzzy values of the condition and event parts according to Table-7 
 

R4 R3 R2 R1
 Attribute 

-/-  -/ 0.5 -/-  -/-  Wind value 
-0.5/ -/ 0.5 -/-  -/-  Cloud orientation 
0.5/1 -/ 1 -/ 0 -/ 0 Cloud base 
0.66 /-  -/-  -/ 0 -/ 0 Wind direction 
0.5/1 -/ 1 -/ 0 -/ 0 Humidity 

-/ 1 -/ 1 -/-  -/-  Temperature Value 
0.5/1 -/ 1 -/ 0 -/ 0 Pressure value 

-/-  -/-  -/ 1 -/ 1 Cloud cover 
 

In the first step we want to study how the fuzzy Petri net for the Expected_weather 
class works. And according to the values given and events and conditions display how 
the object of this class changes. For this propose we act as below. 
 
1- Fuzzify the events for each rule and calculate the value of µEF (ri). 
 

:  R2   :R1 
µ Pressure-ch-dir-inc (-3.5) = 0 
µ Cloud-cover-broken-Few (3) = 1 

µ Cloud –base-ch-dir-inc (-5600)= 0 
µ Hum-ch-dir-dec (7) = 0 
µ Wind –dir- n/nw (210)=0 

⇒ )2(Refµ  = min (0, 1, 0, 0, 0)=0 

µ Pressure –ch-dir-inc (-3.5) =0  
µ Wind-dir-n/ nw (210) = 0 
µ hum-ch-dir-dec (7) = 0  
µ Cloud-cover-broken-sky (3) =1 
µ Cloud –basech-dir-dec (-5600)=0 
⇒ )1(Refµ  = min (0,0,0,1,0) =0 

  
 :R4  :R3 

µ Pressure-ch-dir-dec (-3.5)=1 

µ Hum-ch-dir-inc (7) = 1 

µ Temp – ch – dir-inc (3.5) = 1  

µ Cloud-base-ch-dir-dec (-6000) = 1 

µ Clouded-orientation-horizontal (75)=0.5 

⇒ )4(Refµ  = min (1,1,1,1,0.5)= 0.5 

µ Pressure-ch-dir-dec (-3.5)=1 

µ Hum-ch-dir-inc (7) = 1 

µ Wind-value – ms/s (-0.5)= 0.5  

µ Cloud-base-ch-dir-dec (-6000) = 1 

µ Temp-ch-dir-inc (3.5)=1 

⇒   )3(Refµ = min (1,1,0.5,1,1)= 0.5 

  
 

As seen R3, R4 can be fired because their value of µEF is greater than 0. So the active 
parts of the fuzzy Petri net are the routes relating to these two transitions. 
  
2- Calculating the strength of the events. 

We calculate the strength of an event in a scenario using the formula 
                  Strength (e, r, s) = efµ (ri) * sµ (ri) 
 So, the strength value for R3, R4 is as below 
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               R3 ⇒ strength (e, R3, s) = efµ (R3) * µWinter (R3) = 0.5 * 0=0 

               R4 ⇒ strength (e, R4, s) = efµ (R4) * µWinter (R4) = 0.5 * 1=0 
So, only the rule R4 can continue its activity in the rest of the fuzzy Petri net and the 

R3 deactivates. 
 
3 - Fuzzificating the condition part of the active rules. 

Calculate the MEF for the conditions as calculated for the events in step1. Because 
R4 is the only active rule we will calculate MEF for r4.  

               µ Pressure-ch-velocity-slow (-3.5)= 0.5 

               µ hum-ch-velocity-slow (7) = 0.5 

               µ temp–ch-velocity-slow (3.5)= 0.5 

               µ Cloud-base-velocity-slow (-5600) = 0.5 

               µ Wind-dir-s/sw (210)= 0.66 

                    ⇒ min (0.5, 0.5, 0.5, 0.66) = 0.5 
So R4 can still continue its activity. 

 
4- Find the clipping value  

Up to this point only r4 succeed its antecedent matching degrees 0.5*0.5 =0.25 
So clipping value of 0.25 is used for the action part of r4 which is an expected 

weather of clouded-stable 
 
5- Find the state of the object 

Maximum of the clipping values for each active rule in the fuzzy Petri net diagram 
which for the only active rule R4 is:  

max (0.25) = 0.25 
Which means an expected weather forecasted for the state of the object of class 

Expected_Weather which fuzzy condition and events is clouded stable 
Figure 13 shows the steps used. 

 
6. Conclusion 

 
In this paper with the purpose of formalization of the state diagrams in fuzzy UML 

for a stronger verification and validation of qualitative parameters in the analysis model 
created by analyzers, an algorithm is represented to transform the fuzzy state diagram 
into fuzzy Petri net. Also for a case study a weather forecasting system is studied which 
has an applied aspect.   

Researchers for a further work decide to extend this algorithm for different types of 
fuzzy UML diagrams specially activity diagrams and design a software engineering tool 
so it can automatically perform the transformation operation. 

Verification and applying the validation of efficiency on the result fuzzy Petri nets 
will be the future work for designers.  
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Figure 13. The fuzzy Petri net of class Expected_Weather running 
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